Robots and their variability – A societal challenge and a potential solution
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Abstract—A robot is essentially a real-time, distributed embedded system operating in a physical environment. Often, control and communication paths within the system are tightly coupled to the actual hardware configuration of the robot. Furthermore, the domain contains a high amount of variability on different levels, ranging from hardware, over software to the environment in which the robot is operated. Today, special robots are used in households to perform monotonous and recurring tasks like vacuuming or mowing the lawn. In the future there may be robots that can be configured and programmed for more complicated tasks, like washing dishes or cleaning up or to assist elderly people. Nowadays, programming a robot is a highly complex and challenging task, which can be carried out only by programmers with dedicated background in robotics. Societal acceptance of robots can only be achieved, if they are easy to program. In this paper we present our approach to provide customized programming environments enabling programmers without background knowledge in robotics to specify robot programs. Our solution was realized using product line techniques.
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I. INTRODUCTION

A robot is essentially a real-time, distributed embedded system operating in a real environment. Often, control and communication paths within the system are tightly coupled to the actual physical configuration of the robot. Furthermore, the domain contains a high amount of variability on different levels. Variability in hardware comprises, e.g., robot arms with many degrees of freedom, sensors with different resolution (e.g. a simple camera, a color camera or a depth-camera), different types of grippers which may be attached to the robot’s arms, etc. On the software side there is also a high degree of variability, ranging from algorithms which take into account the hardware variability, but also which contain variability concerning different requirements like energy consumption, accuracy or execution performance. Last but not least, the actual environment in which the robot is operated may vary as well.

Nowadays, special robots are used in households to perform monotonous and recurring tasks like vacuuming or mowing the lawn. Currently we observe an increasing number of such devices. In the future there may be robots that can be configured and programmed for more complicated tasks, like washing dishes or cleaning up or to assist elderly people.

Currently, programming a robot is a highly complex and challenging task, which can be carried out only by programmers with dedicated background in robotics. Societal acceptance of robots can only be achieved, if they are easy to program. Nowadays, robots need to be programmed because they do not show the required autonomy to understand when and how certain tasks have to be performed. In this paper we present our approach to provide customized programming environments enabling programmers without background knowledge in robotics to specify robot programs. The solution we propose in this paper is based on model-driven software development and software product line engineering.

Software product line engineering [1] deals with the systematic development of products belonging to a common system family. Rather than developing each instance of a product line from scratch, reusable software artefacts are created such that each product may be composed from a collection of reusable artefacts – the platform. Commonalities and differences among different products may be captured in a variability model. Commonly, feature models [2] are used for this purpose. Binding variability (by selecting or deselecting the respective features) in feature configurations describes the characteristics of particular products.

Model-driven Software Engineering (MDSE) [3] puts strong emphasis on the development of high-level models rather than on the source code. Models are not considered as documentation or as informal guidelines how to program that actual system. In contrast, models have a well-defined syntax and semantics. Moreover, MDSE aims at the development of executable models. The Eclipse Modeling Framework (EMF) [4] has been established as an extensible platform for the development of MDSE applications. It is based on the Ecore metamodel which is compatible with the OMG Meta Object Facility (MOF) specification [5]. Ideally, software engineers operate only on the level of models such that there is no need to inspect or edit the actual source code, which is generated automatically from the models.

II. CONTRIBUTION

In this section we present our contribution. We sketch, how product line technology and model-driven software engineering is used to create a family of configurable development environments for easy robot programming.
A. Overview

As stated in the previous section, the robotics domain includes a large amount of variability, ranging from variability in hardware over variability in software to variability within the environment the robot is operating in. Furthermore, programming a robot is a very challenging task, which can not be achieved without a dedicated background in robotics. To reduce the complexity and make programming robots easier and even possible for non-programmers, end users will only interact with a domain-specific language (DSL), which abstracts from all underlying tasks like scene detection, planning algorithms, etc.

B. Technical realization

In this subsection we provide insights into the current technical realization of our approach.

From the software product line perspective, the main challenge is the fact that we have to address variability on different layers of abstraction and even on different meta layers. As we want to provide a development environment which is tailored to the used hardware (i.e. the robot), the programming language, i.e. the textual DSL has to be configured accordingly. This is achieved, by using FAMILE on the DSL’s artefacts, like the Xtext\(^1\) grammar file, the underlying Ecore model describing the language’s abstract syntax tree (AST) and the Acceleo\(^2\) code generation template files. Please note that these artefacts are heterogeneous, i.e. each of them is based on a different metamodel. The only thing which is common to all of them is that the respective metamodels are based on Ecore. FAMILE provides support for managing heterogeneous product lines [7].

Figure 2 depicts on the right-hand side a cut-out of the Xtext grammar file for the DSL. In the middle, the mapping model is shown, while the corresponding feature configuration is located on the left-hand side. In case of a simple path planning algorithm, the DSL parser rule for the place operation should not contain any parameters, while with an advanced planning algorithm the parameter should be present. The specified feature configuration only uses the simple one, thus the assignment in the Xtext grammar is suppressed.

Access to the hardware is provided by a C++ library which also encapsulates the implementation of different algorithms used for path planning, grasp planning, collision detection, scene perception, etc. The library implementation also constitutes a superimposition of all variants. In its current state, we generate specific cmake makefiles before we invoke the C++ compiler. Currently, we are working on providing a C++ discoverer for the MoDisco framework. Like the already existing Java discoverer, it will allow to parse arbitrary C++ source code files into a corresponding Ecore-based model representation. Once the new discoverer is completed, FAMILE is able to map features to C++ source code fragments directly. Figure 3 gives an overview about the different models and tools involved in this project.

Currently the project is still under development, but the experiences with FAMILE in terms of addressing and managing variability of the different software artefacts at different meta levels and levels of abstraction are very promising. We are planning to test the resulting DSLs with undergraduate students in order to get results on their usability for standard robotic tasks (e.g. sort, pick and place, peg in hole, etc.).

III. Example

In this section we outline a prototype Personal Robot that operates based on the proposed DSL [8]. The used hardware is a common small industrial robot with a multi degree of freedom gripper and a depth camera mounted on the robot’s wrist. The program loads the static environment and initializes two sensors that observe a certain volume of the robot’s workspace and the robot itself.

The program’s task is to pick all objects detected inside of the first sensing volume and place them on the tray located...
inside the second sensing volume. The task includes a lot of challenging problems that relate to each other. First the objects that should be manipulated must be reconstructed using the physical depth sensor. Considering that a solution for the next best view problem has to be found. A feasible task-constrained grasp has to be planned for every reconstructed object and the corresponding placement pose [9]. Furthermore, the program has to plan a collision-free path in-between the grasp and placement pose.

Regarding the variability of hardware, the inputs and outputs of all building blocks have to match, especially after a hardware change. For example the object representation reconstructed by the sensor has to match with the other algorithms. The grasp planner has to correspond with the gripper and object representation. Those constraints and dependencies are covered by the product-line approach. Hence, a hardware configuration change affects the middle-ware and the configured DSL. The configured DSL only contains language elements which describe operations that can be performed on the attached hardware.

Going into the internals of a robotic program a crucial question is: What is about the order of execution? The program has to ascertain this order. Additionally, all exceptions during the execution have to be considered and resolved. At the DSL tier a selection of an object by a certain property has to regarded. The order of execution of the algorithm is also to decide considering for example reachability, task and time constraints. In our example (igure 4) the order of execution is large objects first, since small objects can be placed on the tray between the larger ones more easily.

Our proposed DSL covers the mentioned problems, enabling the programmer to focus on the task itself. Considering that, the DSL has functionalities for loading the environment and known objects, sensors that observe a certain volume (Figure 4a), a robot and methods to instruct the robot to grasp (Figure 4b), place (Figure 4c), and drop an object.
Additionally, some easy to use conditions to select objects according to their properties like color, volume or size and loops are included.

IV. RELATED WORK

Only recently model-driven software development techniques have been applied to the robotics domain. While most approaches [10], [11], [12] aim at supporting developers of robotics algorithms, only a few address higher level DSLs [13], [14]. So far, there is no approach, that aims at supporting non-programmers in specifying programs for robot tasks. In his PhD thesis [15] Gherardi presents an approach for variability modeling and resolution in component-based robotics systems. It differs from our approach in terms of the different layers of abstraction and also meta-layers where variability is addressed. Furthermore, the toolchain we use for software product line development follows an established development process.

V. CONCLUSION AND FUTURE WORK

In this paper, we presented an approach that is dedicated to provide customized programming environments enabling programmers without background knowledge in robotics to specify robot programs. To cope with the high amount of variability which is present in the robotics domain, we employ a software product line approach. Using our sophisticated tool FAMILIE, we are able to map features to the heterogeneous artefacts of our product line, like language grammars, models, validation constraints, code generation templates and source code and derive concrete products from it. We showed an example configuration for a robot with a gripper and a corresponding DSL that empowers the end user to specify programs for pick and place tasks.

We showed that our concept provides a significant improvement in developing robot programs. Since programming robots nowadays is very difficult, this problem needs to be solved if robots should be used in future to assist people in their everyday tasks. Future work on our solution comprises research on DSLs which can also be used by non-programmers. Furthermore, a hardware protocol is needed which works similarly to a plug-and-play mechanism. Pluggable hardware components like sensors, cameras, grippers, etc. can then be used to bind variability in feature configurations automatically.
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